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Abstract

High quality tetrahedral/hexahedral mesh generation is important for a wide range of applications in computer graphics, finite element analysis (FEA), physics-based simulation, and solid modeling. Some examples include realistic simulation of deformable objects in computer graphics and numerical solvers for partial differential equations (PDE) in computational science, especially, the FEA. Due to the importance of mesh generation, or meshing, many researchers and practitioners have studied extensively the theory and applications of meshing technologies over the past decades.

Automatic generating high quality tetrahedral meshes is a difficult task for a variety of reasons. For examples, there are basic mathematical difficulties which make tetrahedral meshing significantly harder than meshing in 2D: 1) regular tetrahedron, the most isotropic 3D simplex, does not tile 3D space, while the equilateral triangle does tile the plane; 2) unlike the 2D case, even well-spaced vertices can create degenerate 3D elements such as slivers; 3) dealing with boundaries is also fundamentally more difficult in 3D. The current automatic meshing technologies offer reasonably good solutions for basic linear Finite Element Method (FEM) and basic rendering tasks. More complex analyses and non-linear analyses always require high quality meshes that cannot be generated automatically by current commercial mesh generators. The user still has to spend considerable time and manual labor to make ideal meshes for such analyses.

Due to the fast development of 3D scanning devices (such as MRI and CT), it is very common that a scanned data is extremely bulky. Thus, automatic converting and meshing these huge data set is highly desired. The main objective of this thesis is to investigate efficient techniques to construct a high quality tetrahedral mesh for general volume data. We build the quality tetrahedral mesh in two stages: the first stage is automatic low quality tetrahedral mesh generation, and the second stage is mesh quality improvement by using optimization method.
In this thesis, we investigate the existing unstructured mesh generation methods, the subdivision algorithms and the tetrahedral remeshing techniques. We develop an isotropic mesh generation method by combining and improving several existing techniques. Besides, we successfully apply this technique for anisotropic solid texture transfer by using volume parameterization techniques. The experimental results demonstrate the efficacy of our proposed remeshing technique.

Furthermore, we propose a hexahedral shell mesh construction method based on the developed isotropic tetrahedral remeshing method and volume polycube map. Given a closed 2-manifold and the user-specified thickness, we construct the shell space using the distance field and then parameterize the shell space to a polycube domain. By constructing a hexahedral mesh in the polycube domain naturally, we can obtain a quality hexahedral mesh in the object shell space induced by volume parameterization. We prove that our parameterization is guaranteed to be a homeomorphism. As a result, the constructed hexahedral mesh is free of degeneracy, such as self-intersection, flip-over, etc. Various examples with different topology are provided to demonstrate the efficacy of our method.
Acknowledgments

I am extremely grateful to my supervisor Dr. He Ying, for being a great advisor during my Master of Engineering study. Through his guidance, I learnt to define my research direction and incorporated innovative research ideas. His encouragement and suggestions have propelled me this far.

Special thanks go to Dr. Philip Fu Chi-Wing, for his help and advices during my studies.

I am very grateful to all my group mates during my study at School of Computer Engineering, Nanyang Technology University. My group mates, Xia Jiazhi, Sun Qian, Dao Thi Phuong Quynh, Ying Xiang and William Lai Chi-Fu have spent time and provided valuable suggestions to my work. Also, I would like to express my gratitude to Dr. Zhang Long, Dr. Jin Jianqiu, Dr. Lin Juncong and Dr. Chen Xiaoming for their kindly helping during my research works.

Finally, I would like to express my earnest gratitude to my family for their love and support. I would not have reached the accomplishment of the current stage without their strong support. Thanks Zhou Ying, for her understanding and support, and for her tolerance when I am back home at midnight.
Contents

Abstract ......................................................... i
Acknowledgments .................................................. iii
List of Figures ...................................................... vi
List of Tables ....................................................... viii

1 Introduction .................................................. 1
   1.1 Volume data ............................................... 1
   1.2 Tetrahedral mesh generation ............................... 2
   1.3 Mesh Quality .............................................. 4
   1.4 Motivation ............................................... 5
   1.5 Research Scope .......................................... 6
   1.6 Objectives ............................................... 6
   1.7 Organization ............................................. 7

2 Related Work ................................................. 9
   2.1 Tetrahedral meshing techniques ........................... 9
   2.2 Polycube map ............................................ 13
   2.3 Parameterization of Star-shaped volume ................. 14
   2.4 Lapped solid textures .................................. 14
   2.5 Hexahedral elements meshing and shell structure ...... 15

3 Anisotropic Solid Texture Transfer for Star-Shaped Volume 17
   3.1 Background .............................................. 18
   3.2 Tetrahedral Mesh Generation ............................. 19
   3.3 Parameterization of star shapes ......................... 24
3.4 Texture transfer .................................................. 26
3.5 Experimental Results .......................................... 27
3.6 Summary .......................................................... 27

4 Hexahedral Shell Mesh Construction Based on Tetrahedral Mesh 29
4.1 Background ...................................................... 30
4.2 Theory foundation ............................................... 31
4.3 Hexahedral Shell Meshing ....................................... 34
  4.3.1 Overview .................................................. 34
  4.3.2 Isotropic tetrahedral remeshing .......................... 35
  4.3.3 Constructing Shell Space ................................. 35
  4.3.4 Parameterizing Shell Space .............................. 36
  4.3.5 Layered Hexahedral Meshing ......................... 40
4.4 Experimental Results .......................................... 42
4.5 Summary .......................................................... 45

5 Contribution and Future Work 49
  5.1 Contribution .................................................. 49
  5.2 Future Work .................................................. 50

References .......................................................... 52

Publication .......................................................... 60
List of Figures

1.1 Volume data of skull model. From left to right: scanned data; isosurfaces; surface remeshing result; and tetrahedral mesh. ......................... 2
1.2 Tetrahedral mesh generation of an ellipsoid. Left: input surface. Right: output tetrahedral mesh. .................................................. 3

2.1 Octree-based methods of bunny model [41]. ................................ 10
2.2 Delaunay approaches for tetrahedral meshing by using constrained delaunay triangulation [9]. ....................................................... 11
2.3 Variational tetrahedral meshing approach of bunny model with adapted tetrahedra. Left: input surface. Right: resulted tetrahedral mesh [1]. 12
2.4 Polycube map of bunny model. Left: input bunny surface; Right: output polycube [56]. ............................................................... 13
2.5 Lapped textures. From left to right: kiwi model, carrot model, tree model [55]. ................................................................. 15

3.1 Anisotropic solid textures of star shapes. From left to right: kiwi, watermelon, carrot. .......................................................... 18
3.2 Flow chart of tetrahedral mesh generation. ................................. 20
3.3 Inside of Star model by cutting view. ..................................... 20
3.4 Subdivision scheme. ............................................................. 20
3.5 Subdivision of a tetrahedron. .................................................. 21
3.6 PWL approximations. .......................................................... 22
3.7 Mesh extraction of star model. ............................................. 25
3.8 Parameterization of star shape ............................................. 26
3.9 Anisotropic solid texture transfer. ........................................... 28
4.1 Shell space parameterization ........................................... 33
4.2 Shell space construction .................................................. 36
4.3 Volumetric harmonic map on the shell space ......................... 39
4.4 Tracing integral curves. Each integral curve follows the gradient vector
field of the harmonic function. Thus, it is orthogonal to the iso-surface of
the harmonic function (including the two boundary surfaces). We show
that each integral curve has unique ending points and all integral curves
do not intersect .......................................................... 41
4.5 Hexahedral meshing of the Skull model (three layers). Left column: 1/4
cutting view; Right column: view of three layers from two different directions 42
4.6 Layered hexahedral meshing of the Duck model embedded in a sphere.
Note the outer and inner boundaries are significantly different (see (a)). (b)
shows the isotropic tetrahedral mesh of the shell space. We parameterize
this shell object to a ball by volumetric harmonic map (see (c) and (d)).
The outer boundary is tessellated into truncated icosahedron and the shell
space is segmented into 10 layers (see (e)). (f), (g) and (h) show the 3rd,
6th and 10th layers respectively ......................................... 44
4.7 Hex shell meshing results of Moai model ............................... 46
4.8 Experimental results on genus-0 models ................................. 47
4.9 Experimental results on high genus models ............................. 48
# List of Tables

4.1 Meshing results ................................................................. 43
4.2 Meshing quality results ..................................................... 43
Chapter 1

Introduction

1.1 Volume data

In computer graphics, volume data means a large set of voxel data acquired by CT, MRI, or MicroCT scanners. The number of voxels contained in a single volume data can be easily in millions. Considering the huge size of data, the efficiency of processing volume data voxel by voxel is low, and usually, high performance hardware support is required. For the goal to save the computation cost, researchers have developed methods to represent the volume data in a better way. For example, in volume rendering, a volume is viewed by extracting surface of equal isovalue from the volume and rendering them as polyhedral meshes or by rendering the volume directly as a block of data. The algorithm *Marching Cubes* [28] is always used to extract the surface from volume data. In this thesis, we intend to use isotropic tetrahedral meshes to represent the volume data, as show in Fig 1.1. The isosurfaces are extracted from the volume data, and the tetrahedral meshes are constructed from these isosurfaces. The isosurfaces are expected to have intersection-free and watertight characters. Usually, the extracted isosurfaces are in low quality. To improve the quality of them, surface remeshing techniques are required.
Figure 1.1: Volume data of skull model. From left to right: scanned data; isosurfaces; surface remeshing result; and tetrahedral mesh.

1.2 Tetrahedral mesh generation

Tetrahedral mesh generation aims at tiling a bounded 3D domain with tetrahedra so that any two of them are either disjoint or sharing a lower dimensional face (triangle). For the volume data, isotropic tetrahedral meshes are widely used to represent the space it enclosed. Many papers [16, 1, 58] have been published on the isotropic tetrahedral mesh generation. Generally, there are two major approaches: Delaunay triangulation methods and advancing front methods. The Delaunay triangulation is based on the empty sphere property. The mathematical criterion is a major backbone of the Delaunay approach. It enables high quality meshing and relatively fast processing runtime. The empty sphere property is, however, very sensitive to truncation errors in practical computations in 3D. For examples, more than five points can sometimes be located on almost the same sphere. To resolve this problem, Shewchuk proposed an efficient algorithm for arbitrary precision floating-point arithmetic [49].

The boundary recovery is another issue needed to be resolved in the Delaunay approach. The empty sphere property does not ensure that the surface boundary preserves the original connectivity. The constrained Delaunay approach [6] cannot be easily extended to 3D complex domains. There are sometimes needs to generate a set of volume meshes for multi-connected domains, for example, the skull model has two components.
and with different genus. For parallel mesh generation, it is common to decompose the entire domain into a number of sub-domains and to tetrahedralize each sub-domain simultaneously. In this case, the shared internal boundaries must be identical. Although they can be changed during the parallel mesh generation process, the parallel efficiency often deteriorates due to the required communication between the processors.

The advancing front approach is based on the generation of tetrahedra by marching a front toward the interior. An initial front is usually defined as a water-tight surface mesh. Elements are created on the front, which is achieved by adding new points in the interior of the domain. This enables the generation of elements in variable size with desired stretching. Local mesh density near the initial front (i.e. boundaries) can be controlled easily. In addition, the topology of the initial front can be naturally preserved. The disadvantages of this approach are slow computational speed due to geometric search during the process and the lower quality of resulting meshes.

Combination of the advantages of the Delaunay and the advancing front approaches is widely used [34, 31, 29]. Our algorithm starts with a Delaunay triangulation of a set of boundary nodes. This is used as a background mesh. New nodes are then added by the
advancing front approach. This combined approach can shorten the runtime and produce high quality meshes. Local node density can be controlled easily. However, it still inherits the drawback of the Delaunay approach. Although the initial Delaunay triangulation is not difficult in 2D, the surface recovery is often troublesome in 3D. Because Delaunay mesh triangulates the convex hull of vertices, and it does not conform (match exactly) to the input domain boundary.

1.3 Mesh Quality

The success of geometry processing, scientific visualization and finite elements methods based on the meshes whose elements have right shapes and sizes. A few bad elements can limit the accuracy and speed of those applications. The quality metrics for tetrahedral meshes, hex meshes or more general meshes had been studied during the past decades, for example, P.M. Knupp [19] discussed the quality metrics for structured and unstructured mesh in general. Shewchunk [51] discussed the quality measures for tetrahedral mesh. In this thesis, several quality metrics are used for measuring the quality of tetrahedral meshes and hexahedral meshes.

For tetrahedral meshes, we use the radius ratio [1] of a tetrahedron instead of the popular radius metric and radius-edge ratios [38]. The radius ratio is the quotient of inscribed and circumscribed sphere radii (times three for normalization purpose). Low value means low quality of a tetrahedron.

To measure the quality of the hexahedral mesh, we choose the scaled Jacobian metric [20], the condition number of the Jacobian matrix [17, 18] and the Oddy metric [35].

For a vertex of a hexahedron the metrics are formed as follows. Assume $x \in \mathbb{R}^3$ is the position vector of this vertex and $x_i \in \mathbb{R}^3$ for $i = 1, 2, 3$ are its three neighbors in some fixed order. Edge vectors are defined as $e_i = x_i - x$ with $i = 1, 2, 3$ and the Jacobian matrix is $J = [e_1, e_2, e_3]$. The determinant of the Jacobian matrix is called Jacobian, or
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scaled Jacobian if edge vectors are normalized. An element is said to be inverted if one of its Jacobians ≤ 0. We use the Frobenius norm as a matrix norm, |J| = \( (tr(J^T J)^{1/2}) \). The condition number of the Jacobian matrix is defined as \( k(J) = |J| |J^{-1}| \), where \( |J^{-1}| = \frac{|J|}{det(J)} \). Therefore, the three quality metrics for a vertex in a hexahedron are defined as follows:

\[
\begin{align*}
    \text{Jacobian}(x) &= det(J) \\
    k(x) &= \frac{1}{3} |J^{-1}| |J| \\
    Oddy(x) &= \frac{(|J^T J|^2 - \frac{1}{3} |J|^4)}{det(J)^{\frac{4}{3}}}
\end{align*}
\]

1.4 Motivation

Numerical analysis and computation in geometry modeling or mechanics always require a high quality tetrahedral mesh to represent the volume space. As introduced, there is no perfect solution for automatic mesh generation that can produce very high quality tetrahedral meshes. In this thesis, we aim at developing high quality tetrahedral meshes to fulfil the requirement of volume parameterization. The quality of parameterization is related to the quality of generated tetrahedral meshes. Especially, when we do numerical analysis on the volume vector field which is the parameterization result, the success of tracing vector flow highly depends on the quality of vector field. Regarding this requirement, we have to develop tetrahedral mesh generation method manually by combing existing methods and apply mesh quality optimization methods on it. In this thesis, we split the mesh generation into several processes. Different mesh generation and refinement techniques are applied to create high quality tetrahedral meshes. The resulted meshes will be used for volumetric data processing in this thesis.
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1.5 Research Scope

This research work focuses on volumetric data processing by using volume parameterization methods. Parameterization is hard problem for surfaces and volumes [30]. Unlike surface parameterization which has been widely used in many applications [11, 47], volume parameterization is still under study and its applications are limited. The research scope of this thesis can be catalogued into two topics.

- **Applications of volume parameterization.** In this thesis, two volume parameterization methods are introduced. The first one is about parameterizing a star shaped volume to a sphere ball. The second one is about parameterize a shell space. Different applications are developed for this two methods.

- **Quality tetrahedral generation.** In practical, our volume data are represented by tetrahedral meshes. For volume parameterization, the basic parameterizing unit is a tetrahedron. For a given volume, the parameterization result is a vector field inside the volume space. The quality of this vector field (e.g. smooth) is determined by the quality of tetrahedral mesh. In consequence, quality tetrahedral mesh generation method is highly demanded. In this thesis, latest isotropic tetrahedral meshing methods are investigated first. After that, several improvements are developed to satisfy the quality requirements of volume parameterization methods. The detail of these improvements will be introduced in the following chapters, based on different applications.

1.6 Objectives

The objectives of this research are to develop high quality mesh generation method to fulfill the requirements of volumetric data processing. Two applications are implemented
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to show the correctness and robustness of our developed methods. Specifically, the objectives are described as follows.

- **Anisotropic solid texture transfer.** Synthesis of solid texture is a very time-consuming process. If there are two different geometry models, we have to synthesize the solid texture twice. To address this problem, we try to reduce the number of synthesis and allow smooth transfer of anisotropic solid texture between two star-shaped volumes. Firstly, we develop a mesh generation method to tiling the star-shaped volumes. Secondly, we apply the star-shaped parameterization method to build a bijective mapping between two star-shaped volumes. Lastly, we transfer the texture according to the parameterized volumes.

- **Hexahedral shell mesh construction.** We try to develop a hex meshing method for the shell structures based on the polycube map and volume harmonic map. The input of this method is a water-tight and closed 2-manifold in arbitrary topology. The output is a layered all-hex shell mesh with user-specified thickness and number of layers. We first map the 2-manifold to a polycube. We then build two shell space for the manifold and the polycube. We would like to name them as “object space” and “polycube space,” respectively. Next, we generate tetrahedral meshes in these two spaces and parameterize them. Finally, we build a hex mesh in the polycube space naturally and map this hex mesh back to the object space via the volumetric mapping.

1.7 **Organization**

The rest of the thesis is organized as follows. In Chapter 2, a brief review of tetrahedral mesh generation methods and other related techniques are given. In Chapter 3, we develop a tetrahedral mesh generation method by combining advancing front method
and Delaunay triangulation optimization method. The geometry of the resulted meshes are limited to star-shapes. A volume parameterization method is used to develop the application of anisotropic solid texture transfer. In Chapter 4, we implement a method to generate isotropic tetrahedral meshes for the shell space and propose a hexahedral mesh construction method via volume parameterization. The Chapter 5 concludes this thesis and several future works are discussed.
Chapter 2

Related Work

In this chapter, we give a brief review of the existing tetrahedral mesh generation techniques and introduce the related parameterization and texture mapping algorithms to be used in the next chapters.

2.1 Tetrahedral meshing techniques

Creating high quality tetrahedral meshes from volume data is a difficult task for a variety of reasons. First, the representing of resulting meshes requires robust, disciplined data structures and algorithms. There are also basic mathematical difficulties which make tetrahedral meshing significantly harder than its 2D counterpart: the regular tetrahedron, the most isotropic 3D simplex, does not tile 3D space (let alone specific domains), while the equilateral triangle does tile the plane; Dealing with the boundaries is also fundamentally more difficult in 3D: while it always exists a 2D triangulation conforming to any set of non intersecting constrains, this is no long true in 3D [50]. These facts make the both the development of algorithms and suitable error analysis for the optimal 3D meshing problem very challenging. In this section, we will give a short discussion about the volumetric remeshing skills.

Advancing front. Advancing front is a very popular family of triangle and tetrahedral mesh generation algorithms. Two of the main contributors to this method are Rainald
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Lohner [27, 26] and S. H. Lo [25]. Starting from the boundary of the domain, new vertices are added by a local heuristic to ensure that the generated tetrahedra have acceptable shapes and sizes and conform to the desired sizing field. Global optimization steps can also be performed sporadically to improve the mesh quality further. A number of variants exist, such as sphere or bubble packing [23], which provide better tetrahedral shape and size control albeit adding a significant computational overhead.

Octree-based methods. The Octree technique was primarily developed in the 1980s by Mark Shephard’s [48] group at Rensselaer. An octree is first refined until each of its leaves is either strictly inside or strictly outside of a finely voxelized version of the domain. Proper connections of the interior leaves through, for instance, a red-green strategy [33] then ensure a good initial mesh of the domain, usually improved through optimization or physically-based relaxation in particular to better approximate the domain boundary. Other similar methods offer bounds of worst dihedral angles even without a relaxation stage [32]. Unfortunately, octree-based meshes have preferred edge directions, which may be detrimental to subsequent use in simulation.

![Octree-based methods of bunny model](image)

Figure 2.1: Octree-based methods of bunny model [41].

Delaunay approaches. For a given set of sample points in 3D, its Delaunay triangulation has the canonical property of minimizing the maximum radius of the minimum
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containment sphere. This property is very useful in approximation theory: this radius provides an upper bound on the $L^\infty$ difference between any function $f$ and its piece-wise linear approximate, assuming $f$ has bounded second derivatives. Thus a Delaunay triangulation provides good control over the worst interpolation error inside a domain. Consequently a large body of work in numerical analysis provides error estimates for a variety of applications using these meshes. Because of these as well as many other optimality properties, mesh generation relying on Delaunay triangulation such as Delaunay refinement, unit mesh, or centroidal Voronoi tessellations[10] have flourished in the meshing and Computational Geometry communities. Delaunay refinement methods offer some theoretical guarantees on the resulting meshes: they provide bounds on the radius-edge ratio, and are shown to be asymptotically optimal with respect to the number of elements in the mesh. Delaunay refinement, however, can generate slivers; some attempts have been made to handle the sliver problem within Delaunay refinement [5, 22]. Unfortunately the theoretical guarantees are quite poor, and the mesh either is no longer Delaunay but a regular (weighted Delaunay) triangulation, or comes with degraded bounds on the radius-edge ratio.

Figure 2.2: Delaunay approaches for tetrahedral meshing by using constrained delaunay triangulation [9].

Mesh optimization techniques. Even if fast and robust Delaunay triangulators are
available, the previous strategies can require substantial implementation effort to make them robust to arbitrary input domains. A large number of practical meshing techniques employ local optimization methods which move vertices adjacent to poorly-shaped tetrahedrons to improve mesh quality. Coupled with local face swapping between adjacent tetrahedrons as well as tetrahedron insertions and deletions, these strategies can result in nice final meshes [8, 12]. Unfortunately, these optimizations often use highly non-convex functionals and get easily stuck in local minima.

![Variational tetrahedral meshing approach of bunny model with adapted tetrahedra. Left: input surface. Right: resulted tetrahedral mesh [1].](image)

**Variational tetrahedral meshing.** Variational tetrahedral meshing (VTM) was proposed by Alliez [1]. It is a method based on Delaunay-based optimization techniques. Unlike other methods, it does not optimize mesh quality as an after-thought, but integrates the optimization in the construction procedure. The pivotal idea of VTM is to optimize the quality of the elements and to work on boundary conformance in a single iterative process. The steps of VTM likes following: firstly, the boundary is meshed and then the interior is meshed, conforming to the boundary. This means the mesh on the boundary evolves during the optimization process. However, the recovery of the boundary, especially for the sharp feature, still need to be improved. In [53], the author proposed an enhanced version of VTM algorithm which can preserve the feature edges.
and let generated tetrahedral mesh can be used for Finite Element Analysis (FEA) and other numerical analysis.

## 2.2 Polycube map

The polycube, a natural generalization of the cube, can serve for the parametric domain of shapes with complicated topology and geometry. Tarini et al presented a method to construct polycube map by projecting the vertices of the 3D model to the polycube domain [56]. Wang et al introduced an intrinsic approach that first maps the 3D model and the polycube to the canonical domains and then seek the map between them [61]. The resulting polycube map is guaranteed to be a bijection. Want et al. proposed the user-controllable polycube map where the users can specify the pre-images of the polycube corners [62]. Lin et al. proposed an automatic algorithm to construct polycube map [24]. He et al. proposed a divide-and-conquer approach to constructing polycube map of arbitrary topology [13].

![Polycube map of bunny model. Left: input bunny surface; Right: output polycube](image)

Figure 2.4: Polycube map of bunny model. Left: input bunny surface; Right: output polycube [56].
2.3 Parameterization of Star-shaped volume

A volume $M$ is called a *star shape* if there exists a point $c \in M$ such that any ray casted from $c$ intersects the boundary of $M$ only once. The point $c$ is called the center of $M$. In particular, any convex volume is a star shape, where any interior point can serve as the center. Parameterization of a star-shaped volume was proposed by [14]. They parameterize star shapes by using Green’s function and proved that the Green’s function can induce a diffeomorphism between two star-shaped volumes.

2.4 Lapped solid textures

Solid textures [39, 40] are textures in 3D and have several notable advantages over 2D textures. First, many natural materials, such as wood and stone, may be more realistically modeled using solid textures. Second, solid textures obviate the need for finding a parameterization for the surface of the object to be textured, which is a challenging problem in itself. In fact for objects of general topology it is not possible to find a parameterization that avoids seams and/or distortion. Although these problems maybe alleviated by synthesizing directly on the surface of an object (e.g. [59, 60, 65, 66]), they cannot be avoided altogether.

Furthermore, solid textures provide texture information not only on surfaces, but also throughout the entire volume occupied by a solid object. This is a highly convenient property, as it makes it possible to perform high-fidelity sub-surface scattering simulations, as well as break objects to pieces and cut through them.

Lapped solid textures in 3D case was proposed by [55]. Unlike the classic approaches of created solid texture: procedural approach, run-time 2D texture synthesis on cross-section and example-based 3D solid texture synthesis, this method represents solid objects with spatially-varying oriented textures by repeatedly pasting solid texture exemplars.
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Figure 2.5: Lapped textures. From left to right: kiwi model, carrot model, tree model [55].

The underlying concept is to extend the 2D texture patch-pasting approach of Lapped textures [43] to 3D solids using a tetrahedral mesh and 3D textures patches. The system places texture patches according to the user-defined volumetric tensor fields over the mesh to represent oriented textures. This method also extends the original technique to handle nonhomogeneous textures for creating solid models whose textural patterns change gradually along the depth fields.

2.5 Hexahedral elements meshing and shell structure

Hexahedral meshing has been widely studied in the past two decades. From the literature, hex meshing can be broadly classified into the direct method and the indirect method [37]. Direct methods generate a hex mesh directly from a solid. Indirect methods first subdivide a solid into a tetrahedral mesh; the tetrahedral mesh is then converted to a hex mesh. One approach is to subdivide each tetrahedral into four hexahedral elements. Even though this approach generates all-hex mesh, the quality will be poor.

Popular techniques include grid-based algorithm [45], plastering [54], whisker weaving algorithm [57], embedded Voronoi graph [46], chordal surface [44], just name a few. The readers are referred to the comprehensive survey of general hexahedral and tetrahedral meshing construction. There are also a few techniques that aim to improve the quality
of hexahedral mesh, such as [68] [67].

Shell is defined as the area between two nearly parallel surfaces of the same topology. Shell structure is widely used in computer graphics applications. Porumbescu et al. [42] presented an algorithm to build a bijective map between shell space and texture space that can be used to generate small-scale features on surfaces. Wang et al. [63] presented technique for rendering heterogenous translucent materials by solving diffusion equation in the shell space.
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Anisotropic Solid Texture Transfer for Star-Shaped Volume

Solid textures are an efficient instrument to compactly represent both the external and internal appearance of 3D objects, providing practical advantages with respect to classical 2D texturing. There are three main approaches to creating solid texture models: the procedural approach, run-time 2D texture synthesis on cross-sections, and example based 3D solid texture synthesis. However, these generation approaches are computation costly.

3D texture transfer means to transfer solid texture from one object to another object. For anisotropic solid textures, this procedure is also a computing tense one as it requires the correlation analysis between two objects. For the reason to save computing time, in this chapter, we develop a method to make anisotropic solid texture transferring smoothly between two star-shaped volumes without correlation analysis. This method uses the advantage of volume parameterization techniques and broadens the applicability of the lapped solid texture results to a larger pool of geometric models. Firstly, we give a brief introduction to the solid texture. Next, a detail description of tetrahedral mesh for the star shapes is given. Finally, several solid texture transfer examples are provided to show the correctness of our proposed method.
3.1 Background

Anisotropic solid textures [55], allow to fill the interior of 3D models with spatially-varying and anisotropic texture patterns. Takayama et al. [55] proposed a lapped texture approach [43] to synthesize anisotropic solid textures by pasting solid texture exemplars [21] repeatedly over the tetrahedron structure of 3D geometries. This approach can result in high-quality and large-scale solid textures with low computation cost. To create such a texture, the user, however, has to mark up volumetric tensor field and edit the texture in a geometry-dependent fashion.

Solid texture generation or synthesis is a time consuming process as the texel count grows cubically with the spatial resolution. Usually, when transfer texture from a source object to a target object, we may need to capture the correlation between two geometry first, and then synthesize the solid texture for the target object. Correlation analysis calculates a set of geometric features between two objects, such as curvature, and the observed diffuse texture. Obviously it is a cost computing procedure.

![Figure 3.1: Anisotropic solid textures of star shapes. From left to right: kiwi, watermelon, carrot.](image)

For the goal to reduce the computing cost, we try to use the parameterization tools to find a mapping between the source object and the target object, limited to star shaped object right now. Considering the parameterization method used here is diffeomorphism, the ongoing texture transfer can be easily done via barycentric coordinates and mapping.
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3.2 Tetrahedral Mesh Generation

In this section, the procedure of tetrahedral mesh generation is presented. So far, we only have the boundary surface mesh of the model. The tetrahedral mesh will be generated from the surface mesh by using the existing unstructured tetrahedral mesh generation algorithms. The input surface mesh should be intersection-free and watertight.

The algorithms of [52] are used here for the initial unstructured tetrahedral mesh generation. The density, or the number of sample points of this initial tetrahedral mesh is less than what we expect. Considering this requirement, subdivision method has to be employed to increase the density, and the optimization method was used to improve the quality of the mesh.

Flow of Mesh generation. The whole procedure of the isotropic tetrahedral mesh generation can be described by the following flow chart 3.2:

**Unstructured tetrahedral mesh generation.** We will use Tetgen to generate an initial constrained Delaunay mesh here. The radius-edge ratio is set to 1.414.

**Subdivision.** For the application of anisotropic solid texture, the number of tetrahedra has to be large enough. We use a very simple scheme that splits each tetrahedral into eight small tetrahedrons. The scheme can be described as follows:

(i) Step 1: Splits a tetrahedron into four tetrahedra and an octahedron.

(ii) Step 2: The octahedron is quadrisected into four tetrahedra by choosing one diagonal.

There was a special processing in our isotropic meshing. That is, all the boundary tetrahedra will not be subdivided, as we do not want to change the boundary surface mesh.
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Figure 3.2: Flow chart of tetrahedral mesh generation.

Figure 3.3: Inside of Star model by cutting view.

Figure 3.4: Subdivision scheme.
Figure 3.5: Subdivision of a tetrahedron.

A subdivision result can be shown in Figure 3.5.

**Optimization.** In the optimization step, the tetrahedral meshes are remeshed into optimal Delaunay triangulations. We are using the variational approach here. Variational approaches (that is, method relying on energy minimization) have been advocated as a powerful and robust tool in meshing both in graphics for triangle [15] and tetrahedral [8, 33] meshes. These methods basically define non-convex energies that they minimize through vertex displacements and/or connectivity changes in the current mesh.

The Energy function used here is based on Chen [1]:

\[ E_{\text{ODT}} = \| f - f_{\text{primalPWL}} \|_L \]  

(Eq. 3.1)

The volume between a paraboloid and an overlaid, circumscribing piecewise linear approximate \( f_{\text{primalPWL}} \) formed by a linear interpolation of points on the paraboloid. Chen made the observation that changing the energy from \( E_{\text{CVT}} \) [10] to \( E_{\text{ODT}} \) amounts to only a slight change. That is:

\[ E_{\text{CVT}} = \sum_{i=1}^{n} \int_{V_i} \| x - x_i \|^2 dx \]  

(Eq. 3.2)

where \( x_i \) is the vertex position, and \( V_i \) is a local cell associated with each \( x_i \).
\[ E_{ODT} = \frac{1}{n+1} \sum_{i=1}^{n} \int_{\Omega_i} \| x - x_i \|^2 \, dx \]  \hspace{1cm} \text{(Eq. 3.3)}

The integral is now taking over each \textit{1-ring region} \( \Omega_i \). Notice that these regions overlap. These quadratic energies differ quite significantly: Chen’s \( E_{ODT} \) energy measures a quality of the \textit{simplicial mesh}, not of its dual. It is thus more prone to generate well-shaped primal elements, while \( E_{CVT} \) was maximizing the compactness of the dual Voronoi cells.

Our variational approach is based on the consistently energy minimizing algorithm proposed in [4]. In [4], the minimization of the energy \( E_{ODT} \) is not just through a smoothing procedure, but through a full-blown minimization procedure for both vertex positions and connectivity.

Figure 3.6: PWL approximations.

(i) Optimizing connectivity. We optimize the connectivity by using the Delaunay triangulation. The optimal connectivity which minimizes \( E_{ODT} \) just as it is optimal
for $E_{CVT}$ [43] Therefore, we compute the (global) Delaunay connectivity systematically, guaranteeing optimality of the connectivity at each iteration.

(ii) Optimizing vertex positions. The update function of the vertex position is:

$$x_i^* = x_i - \frac{1}{|\Omega_i|} \sum_{T_j \in \Omega_i} |T_j|c_j$$  \hspace{1cm} (Eq. 3.4)

where $c_j$ is the circumcenter of tetrahedron $T_j$. This term shows that, although we move each vertex to a local average, the optimal placement heavily depends on the local distribution.

Mesh extraction. After a sufficient number (usually 50-60, depends on the given threshold of energy) of optimizations steps, the mesh representing the model has to be extracted from the resulting Delaunay triangulation, which covers the convex hull of the nodes. As the input domain boundary is not necessary to be convex one, we have to remove the tetrahedra that are located outside the domain. This process is called "Peeling".

We follow the mesh extraction rules that discussed in [53]. An adaptive way of peel off which can be described as follows:

(i) All tetrahedra are assumed to be inside at the start. On inspection we can decide to remove one.

(ii) All tetrahedra that have at least one interior point as one of its four nodes are inside, and therefore will never be removed. We thus only consider removing those tetrahedra that have four boundary nodes.

(iii) If the centroid of a tetrahedron having four boundary nodes falls outside the control mesh, then the tetrahedron is directly considered outside.
(iv) The only tetrahedra we are left with are those having four boundary nodes and the centroid inside the control mesh. Assuming that a correct boundary is present, we must conclude that these tetrahedra are inside; a tetrahedron that has its centroid inside the mesh is either completely inside or it intersects the boundary. Only if a tetrahedron has a volume-length ratio smaller than 0.1, we add it to a list to be considered for a clean-up peeling.

(v) Clean-up: we want to remove very flat tetrahedra that might lie on the boundary and can be removed without negatively affecting the quality of the boundary representation. We try to remove the tetrahedra iteratively, by inspecting for removal only those tetrahedra that are currently considered on the boundary. If such a tetrahedron has two or more faces on the current boundary, it is removed. If it has only one face on the current boundary, it is only removed if its volume-length ratio is smaller than $10^{-4}$. This process is continued until no more tetrahedra can be removed.

### 3.3 Parameterization of star shapes

A volume $M$ is called a *star shape* if there exists a point $c \in M$ such that any ray cast from $c$ intersects the boundary of $M$ only once. The point $c$ is called the center of $M$. In this section, we introduce the parameterization method of star shapes. This parameterization method is described in He. et al.’s paper [14]. Given two star shape $M_0$, $M_1$, a bijective mapping can be built by this method. First, $M_0$ and $M_1$ are parameterized into two unit balls: $B^3_0$, $B^3_1$. Next, considering $B^3_0$ and $B^3_1$ have same geometry (same math description), a bijective mapping is existed between these two balls. Then, a bijective mapping is existed between $M_0$ and $M_1$ as the volume parameterization method is diffeomorphism [14]. The detail of this volume parameterization method can be described as follow.
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Figure 3.7: Mesh extraction of star model.

Algorithm 1: Ball parameterization of star shapes.

**Input:** $S$, the boundary mesh of a star-shaped volume $M$

**Output:** $f : M \rightarrow \mathbb{B}^3$ is diffeomorphism

1. Find the center of $M$;
2. Compute the Green’s function on $M$, $G_M : M \rightarrow \mathbb{R}$;
3. Map the center $c$ to the center of $\mathbb{B}^3$, $f(c) = 0$;
4. Parameterize the boundary points by constructing a conformal spherical mapping $\phi : \partial M \rightarrow \partial \mathbb{B}^3$;
5. for every interior vertex $p \in M$
6. Trace the integration curve $\gamma$ from $p$ to the boundary point $q \in \partial M$;
7. $f(p) = \frac{\phi(q)}{G_M(p)+1}$
8. end for
9. $\mathbb{B}^3$ — unit ball in $\mathbb{R}^3$, $\partial \mathbb{B}^3$ — surface of $\mathbb{B}^3$, $\partial M$ — surface of volume $M$

An illustration result of this parameterization is in Figure 3.8.
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3.4 Texture transfer

After building of volume mapping, texture transfer can be archived by tracing integral curve and barycentric coordinates. The source object has been pre-synthesized with lapped solid texture. We parameterize the source object and the target object to a common solid ball. With this common parametric ground, we can transfer the synthesized texture information from the source geometric model to the target model.
Algorithm 2: Solid Texture transfer

Input: tetrahedra mesh $S_{tet}$ with pre-synthesized solid texture $S_{texture}$; star shaped tetrahedral mesh $T_{tet}$

Output: transfer the solid texture $S_{texture}$ from $S_{tet}$ to $T_{tet}$

1. Parameterize $S_{tet}$ to a unit ball $B_{tet}$ with unit radius;
2. Parameterize $T_{tet}$ to a unit ball $B'_{tet}$ with unit radius;
3. for every vertex $v$ of $B'_{tet}$
   4. Locate the tetrahedron $tet$ in $B_{tet}$ that contain vertex $v$;
   5. Calculate the barycentric coordinate of $v$ in Tet;
   6. Calculate the texture coordinate of $v$ by using the texture coordinates of Tet’s four vertices;
4. end for

3.5 Experimental Results

This section showcases the experimental results of solid texture transfer. From the following figure, we can see that the anisotropic texture transfer smoothly among dog head model, moai model, star model and venus head model. The source target is a pre-synthesized Kiwi model.

3.6 Summary

In this chapter, we presented an anisotropic solid texture transfer method for star shapes. This technique bases on the proposed mesh generation method and employs volume parameterization techniques. We combine the advancing front meshing techniques and Delaunay optimization algorithms to generate high quality tetrahedral meshes. We split the mesh generation into several steps, such as unstructured tetrahedral mesh generation, subdivision, optimization and post-processing. Our proposed tetrahedral mesh generation method can be successfully applied to star shape volume tetrahedralization and volume parameterization. This can be seen by the illustrated examples.

Our solid texture transfer approach allows the reuse of synthesized anisotropic solid textures without incurring additional texture synthesis. This improvement can avoid
repeatedly texture synthesizing works if the input models are star shapes. Furthermore, because our volume parameterization method is a diffeomorphism in theory, the bijectivity and smoothness in the texture transfer process can be guaranteed.

Figure 3.9: Anisotropic solid texture transfer.
Chapter 4

Hexahedral Shell Mesh Construction Based on Tetrahedral Mesh

Shells are three-dimensional structures where one dimension, the thickness, is much smaller than the other two dimensions. Shell structures can be widely found in many real-world objects. In this chapter, we present a method to construct layered hexahedral mesh for shell objects. Given a closed 2-manifold and the user-specified thickness, we construct the shell space using the distance field and then parameterize the shell space to a polycube domain. The volume parameterization induces the hexahedral tessellation in the object shell space. As a result, the constructed mesh is an all-hexahedral mesh that most of the vertices are regular, i.e., the valence is 6 for interior vertices and 5 for boundary vertices. The mesh also has a layered structure that all layers have exactly the same tessellation. We prove our parameterization is guaranteed to be a homeomorphism. As a result, the constructed hexahedral mesh is free of degeneracy, such as self-intersection, flip-over, etc. Furthermore, our volume parameterization has low angle distortion, in particular, we show that the iso-parametric line (in the thickness dimension) is orthogonal to the other two iso-parametric lines. We demonstrate the efficacy of our method by applying to models of various topology.
4.1 Background

Finite element analysis is an essential tool to model various scientific and engineering phenomena, such as structural mechanics, heat flow, computational fluid dynamics, etc. An important requirement of the numerical approximation and simulation is to convert the solid model to a discrete mesh composed of smaller elements. The most common types of elements are tetrahedral and hexahedral elements. A 3D domain cannot always be meshed into hexahedral elements. But, it can be decomposed into tetrahedral elements more easily when compared to hexahedral elements. Thus, tetrahedral elements gain more popularity in finite element analysis. However, there are certain applications that hexahedral elements are more preferred than tetrahedral elements. For example, tetrahedral meshes typically require 4-10 times more elements than a hexahedral mesh to obtain the same level of accuracy [7]. In nonlinear elastic-plastic analysis, the linear hexahedral elements may be superior to even quadratic tetrahedral elements when shear stress is dominant [2].

Constructing hexahedral meshes is usually more challenging than tetrahedral meshes [3]. In this paper, we focus on the shell objects that are three-dimensional structures that the thickness is much smaller than the other two dimensions. These structures are widely used in manufacturing, such as automobile bodies, sheet metal parts, etc. To construct a hexahedral shell mesh, the existing method, e.g., [44], computes the chordal surface by cutting the mesh of the input CAD model at its mid plane, and then constructs a quadrilateral mesh for the chordal surface. Finally, a two-way mapping between the chordal surface and the boundary is used to sweep the quad elements from the chordal surface onto the boundary, resulting in a layered all-hex mesh. This method works well for shell with simple geometry and constant thickness such that the top and bottom surface are similar. However, it may fail on models with complex geometry/topology and variable thickness which the chordal surface is hard to compute. Furthermore, there is
no guarantee that the resulting hexahedral mesh is free of degeneracy, such as flip-over, self intersection, etc.

4.2 Theory foundation

In this section, we prove the shell space parameterization is a homeomorphism and the $w$-isoparametric line (in the thickness dimension) is perpendicular to the other two isoparametric lines.

**Theorem.** Given two shelled objects $M = M_0 - M_1$ and $P = P_0 - P_1$ where $M_0$ ($P_0$) and $M_1$ ($P_1$) are the outer and inner boundary surfaces of $M$ ($P$) respectively. The boundary surfaces $M_i$, $P_i$, $i = 1, 2$, are of the same topological type.

Define harmonic function on $M$, $f : M \to \mathbb{R}$, $\Delta f = 0$, with Dirichlet boundary condition, $f|_{M_0} = 0$ and $f|_{M_1} = 1$. Let $C_f : M_0 \times [0, 1] \to M$ be the integral curve of the gradient field $\nabla f$ such that given an arbitrary point $v_0 \in M_0$, $C_f(v_0, 0) = v_0$, $C_f(v_0, 1) = v_1$ and $C_f(v_0, t) = v_t$, where $v_1 \in M_1$ is the other ending point and $v_t \in M$ is the point satisfying $f(v_t) = t$. Similarly, we define the harmonic function on $P$, $g : P \to \mathbb{R}$ and the integral curve $C_g : P_0 \times [0, 1] \to P$.

Define a homeomorphic boundary map $h : M_0 \to P_0$ and construct the volume parameterization $\phi : M \to P$ as follows:

$$\phi(C_f(v_0, t)) = C_g(h(v_0), t), \forall v_0 \in M_0.$$  

Then the volume parametrization $\phi$ has the following properties:

(i) $\phi$ is homeomorphic.

(ii) the $w$-isoparametric line, following the gradient of the harmonic field (i.e., in the thickness dimension), is always perpendicular to the $u$- and $v$-isoparametric lines that span the iso-surfaces of the harmonic field.
Proof of (1): First, we show the ending points of each integral curve are on the inner and outer boundary surfaces respectively. Note \( f \) and \( g \) are smooth functions, their gradient vector fields are curl-free. Thus, no integral curve can form a loop inside the volume.

Second, we show that no integral curve that starts and ends on the same boundary surface. The function is harmonic and there is no critical points (where the gradient vanishes) inside the volume. Thus, the function value is strictly monotonic along the integral curve. Note that all points on the same boundary surface have the same function value, so the ending points of each integral curve must be on different boundary surface.

Third, we show that two integral curves do not intersect. Assume two integral curves \( \gamma_1 \in M \) and \( \gamma_2 \in M \) intersect at a point \( p \). Then \( p \) is a critical point and the gradient \( \nabla f \) vanishes at \( p \). We consider two cases:

Case 1: \( p \) is an interior point. Since \( f \) is harmonic, the maximum and minimum must be on the boundaries. Therefore the Hessian matrix at \( p \) has negative eigenvalue values. Suppose \( f(p) = s \), then according to Morse theory, the homotopy types of the level sets \( f^{-1}(s - \epsilon) \) and \( f^{-1}(s + \epsilon) \) will be different. At all the interior critical points, the Hessian matrices have negative eigenvalues, the homotopy type of the level sets will be changed. The changes of the homotopy type can not be canceled out. Therefore, the homotopy type of \( M_0 \) is different from that of \( M_1 \). This contradicts the given condition.

Case 2: \( p \) is on the boundary. Without loss of generality, say \( p \in M_0 \). Then we can glue two copies of the same volume, along \( M_0 \). And reverse the gradient field of one volume. The union of the two gradient fields give us a harmonic function field. Then there is no interior critical point on the doubled volume. \( p \) becomes one interior critical point, that leads to a contradiction.

Therefore \( \gamma_1 \) and \( \gamma_2 \) have no intersection points anywhere.

Last, we show \( \phi \) is homeomorphic. From the above, we know that for an arbitrary interior point, there is a unique integral curve passing through and intersecting on the
inner and outer boundaries. The two ending points are also unique. Thus, $C_f$ and $C_g$ are homeomorphisms. The given boundary map $h : M_0 \to P_0$ is homeomorphic, thus, it induces a homeomorphism between integral curves in $M$ and $P$, $C_f(v_0, \cdot) \to C_g(h(v_0), \cdot)$, which in turns induces the homeomorphic map $\phi$.

**Proof of (2):** As shown in 1), $\phi$ bijectively maps the integral curve $\gamma \in M$ to a unique integral curve $\gamma' \in P$. Furthermore, $\phi$ bijectively maps every iso-surface of $f$ to the iso-surface of $g$ with the same iso-value. Note that the integral curve follows the gradient vector field, thus, is orthogonal to the iso-surface.

The $w$-isoparametric line for a fixed starting point $v_0 \in M_0$, $\phi(C_f(v_0, t)), t \in [0, 1]$, is in fact an integral curve. The $u$- and $v$- isoparametric lines for a fixed parameter $t$, $\phi(C_f(v_0, t)), v_0 \in M_0$, span the iso-surface (with iso-value $t$) of the harmonic function. Thus, the $w$-isoparametric line is orthogonal to $u$- and $v$- isoparametric lines.
4.3 Hexahedral Shell Meshing

4.3.1 Overview

Our hexahedral meshing algorithm consists of three steps, constructing the shell space, parameterizing the shell space and hexahedral meshing.

In step 1, we construct the offset surface using the user-specified thickness. Then we tessellate the shell space by a tetrahedral mesh. We also parameterize the given boundary surface to a polycube and construct the shelled polycube in a similar fashion.

In step 2, we compute the harmonic field in the shell spaces by solving the Laplace equation with Dirichlet boundary condition. By tracing the integral curves, we build a bijection between the shell spaces.

In step 3, we tessellate the polycube space by regular hexahedral mesh, and then construct the layered hexahedral mesh in the object space by the volume parameterization.

Let $M$ and $P$ denote the shell spaces of the given model and polycube respectively. Let $\partial M = M_0 \cup M_1$ where $M_0$ and $M_1$ are the outer and inner boundary surfaces. Similarly, $P_0$ and $P_1$ denote the outer and inner boundary surface of $P$.

The detailed algorithm is illustrated as follows:

**Algorithm 3**: Layered Hexahedral Meshing for Shell Objects

<table>
<thead>
<tr>
<th>Input:</th>
</tr>
</thead>
<tbody>
<tr>
<td>$M_0$, a closed 2-manifold</td>
</tr>
<tr>
<td>$P_0$, the polycube with the same topology of $M_0$</td>
</tr>
<tr>
<td>$d$: the thickness</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Output:</th>
</tr>
</thead>
<tbody>
<tr>
<td>$H$, a quality hexahedral mesh of $M$</td>
</tr>
</tbody>
</table>

1. **Construct the polycube map** $\phi : M_0 \rightarrow P_0$
2. **Create the offset surfaces** $M_1$ and $P_1$ by the user-specified thickness $d$
3. **Construct isotropic tetrahedral meshes for $M$ and $P$**
4. **Parameterize $M$ to $P$ by volumetric harmonic field (see Alg. 2)**
5. **Form the hexahedral mesh of $P$**
6. **Construct the hexahedral mesh of $M$ using the volume parameterization**
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4.3.2 Isotropic tetrahedral remeshing

The shell space will be represented by quality isotropic tetrahedral mesh. To generate high quality isotropic tetrahedral mesh for arbitrary topology geometry is a tough task and, to the author’s knowledge, there is no perfect solution. The isotropic tetrahedral meshing method which was introduced in [1]. This method can generate high quality tetrahedral mesh, however, it has deficiencies that make it unsuitable for the generation of meshes of mechanical models for finite element analysis, or for the polycubes here which has shape boundary. The reason is that the boundary was represented incorrectly. In [53], the author try to solve this by increasing the quadrature samples around each node of boundary. Node splitting and enhanced mesh extraction method are also applied to preserve the boundary.

4.3.3 Constructing Shell Space

The shell space is enclosed by two disconnected closed surfaces, one of which is the given 3D model, and the other is an offset surface. The offset distance is specified by the user. We use the MPU method [36] to construct the distance field of the input model and then extract the isosurface whose isovalue is the user-specified thickness.

In Figure 4.2, Row 1: we construct a distance field for the given model and extract an iso-surface with the user-specified offset distance. Then, we construct an isotropic tetrahedral mesh using variational meshing technique [1]. Row 2: we map the outer boundary surface to a polycube and construct the tetrahedral mesh of the shell space in a similar way. Note the sharp features (polycube edges and corners) are well preserved in the tetrahedral mesh.

Following the divide-and-conquer approach [13], we map the boundary surface \( M_0 \) to a user-constructed polycube. The resulted polycube map has very low angle distortion and is guaranteed to be a bijection. When constructing the tetrahedral mesh for the polycube
space, we must pay special attention to the sharp features (such as edges and corners) of the polycube. To preserve the features in the isotropic tetrahedral mesh, we follow the variant variational meshing technique that is tailored for mechanical models [53]. Figure 4.2 shows the construction of shell space for the Skull model and its polycube domain.

### 4.3.4 Parameterizing Shell Space

To construct a map between $M = M_0 - M_1$ and $P = P_0 - P_1$, we first solve volumetric harmonic map for each shell mesh. The harmonic equations $f : M \to \mathbb{R}$ and $g : P \to \mathbb{R}$ are defined as follows:

\[
\Delta f = 0 \text{ with } f|_{\partial M_0} = 0 \text{ and } f|_{\partial M_1} = 1
\]
\[ \Delta g = 0 \text{ with } g|_{\partial P_0} = 0 \text{ and } g|_{\partial P_1} = 1 \]

Since the shells \( M \) and \( P \) are represented by tetrahedral meshes, we solve the above Laplace equations by finite element method [64].

The tetrahedral mesh \( M \) is represented by \( M = (V, E, F, T) \) where \( V, E, F \) and \( T \) are the set of vertices, edges, faces and tetrahedral respectively. \( P \) is represented in the similar way. For every interior vertex \( v_i \), the harmonic function \( f : M \to \mathbb{R} \) satisfies the condition

\[
\sum_{v_j \in \text{Nb}(v_i)} w_{ij} (f(v_j) - f(v_i)) = 0,
\]

where \( w_{ij} \) is a weight assigned to edge \( e_{ij} \). Suppose edge \( e_{ij} \) is shared by \( m \) adjacent tetrahedra, it lies against \( m \) dihedral angles \( \theta_k \), \( k = 1, \ldots, m \). Then the weight \( w_{ij} \) for \( e_{ij} \) can be defined as

\[
w_{ij} = \frac{1}{12} \sum_{k=1}^{m} \|e_{ij}\| \cot \theta_k,
\]

where \( \|e_{ij}\| \) is the length of edge \( e_{ij} \).

Figure 4.3 shows the volume rendering of the harmonic fields in the Skull model.

Once we obtain the harmonic function, the gradient vector field is computed as follows: Suppose \( t \) is a tetrahedron with vertices \( (v_1, \ldots, v_4) \), the face on the tetrahedron against vertex \( v_i \) is \( f_i \). We define \( n_i \) to be the vector along the normal of \( f_i \) with magnitude equalling twice the area of \( f_i \). Then, the gradient of \( \nabla f \) in \( t \) is a constant vector field

\[
\nabla f = f(v_0)n_0 + f(v_1)n_1 + f(v_2)n_2 + f(v_3)n_3.
\]

We then define the per-vertex gradient as the average of the per-tetrahedron gradient vectors.
Algorithm 4: Shell object parameterization

**Input:** An arbitrary point \( v \in M \) in the shell object
\[ f : M \to \mathbb{R} \]: harmonic function on \( M \)
\[ g : P \to \mathbb{R} \]: harmonic function on \( P \)
\[ h : M_0 \to P_0 \] the homeomorphism between the outer boundaries of \( M \) and \( P \).

**Output:** The image \( \phi(v) \in P \) in the polycube domain

Starting from \( v \), trace the integral curve \( \gamma \in M \) in both positive and negative directions of the gradient vector field \( \nabla f \). \( \gamma \) intersects the outer and inner boundaries at \( v_0 \) and \( v_1 \) respectively.

1. **Compute** \( v'_0 = h(v_0) \in P_0 \)
2. **Starting from** \( v'_0 \), trace the integral curve \( \gamma' \in P \) following the positive direction of the gradient vector field \( \nabla g \). \( \gamma' \) intersects \( P_1 \) at \( v'_1 \)
3. **Locate the unique point** \( v' \in \gamma' \) such that \( g(v') = f(v) \). Then \( \phi(v) = v' \)

Given the gradient vector field \( \nabla f \), the integral curve is a curve such that the tangent vector to the curve at any point \( v \) along the curve is precisely the vector \( \nabla f(v) \). In the Appendix, we show that each integral curve has unique ending points, one on the inner boundary, the other on the outer boundary. Furthermore, any two integral curves do not intersect.

In Figure 4.3, we solve a Laplace equation in the shell space with Dirichlet boundary condition such that the values of the outer and inner boundary surfaces are 0 and 1, respectively. We use volume rendering to visualize the harmonic field in the shell space.

We construct the volume parameterization \( \phi : M \to P \) as follows: for every interior point \( v \in M \), let \( \gamma \in M \) be the integral curve that passes through \( v \) and follows the gradient vector field of \( f \). The integral curve \( \gamma \) intersects \( M_0 \) and \( M_1 \) at \( v_0 \) and \( v_1 \) respectively. Let \( \gamma' \in P \) be the integral curve in \( P \) that starts from \( v'_0 = h(v) \in P_0 \), follows the gradient vector field of \( g \), and terminates at \( v'_1 \in P_1 \). The image of \( v \), \( v' = \phi(v) \in \gamma' \) is a unique point such that \( g(v') = f(v) \). In the Appendix, we prove that the map \( \phi \) is homeomorphic.
The key component in our volume parameterization is to trace the integral curves in the volumes. We use half-face data structure to model the tetrahedral mesh. Each interior face is shared by two tetrahedral and each boundary face is only adjacent to one tetrahedron. We demonstrate the integral curve tracing in Figure 4.4. The detailed tracing algorithm is shown as follows:
Algorithm 5: Integral Curve Tracing

**Input:** $p$, a point inside the volume or on the boundary
$\epsilon$, step length of tracing
$positive$, a boolean value indicating the tracing direction

**Output:** $\gamma$, the integral curve passing through $p$ and following the positive or negative direction of the gradient vector field

1. Find the tetrahedron $currTet$ such that $p \in currTet$;
2. while $currTet \neq NULL$
3.    Compute the gradient vector $p_v$ by linear interpolation of the vertex gradients of $currTet$
4.    if $positive$ then
5.        $p_{next} = p + \epsilon \ast p_v$
6.    else
7.        $p_{next} = p - \epsilon \ast p_v$
8.    end
9.    if $p_{next} \in currTet$ then
10.       update $p_v$
11.    else
12.        Find the tetrahedron $nextTet$ which contains the $p_{next}$
13.       $currTet = nextTet$
14.    end
15. $p = p_{next}$
16. end
17. Project $p$ to the shell boundary

4.3.5 Layered Hexahedral Meshing

Note the polycube domain can be easily tessellated into quadrilaterals. We can construct a hexahedral mesh by sweeping the quads such that each vertex is moving along (or opposite to) the normal direction until they reach the other boundary surface. Then we uniformly segment the polycube domain into layers. The number of layers are specified by the user. Note that each layer has exactly the same tessellation. As the quadrilateral mesh of the outer boundary is constructed by the polycube map, all vertices, except the polycube corners, are regular, i.e., with valence 4. Therefore, after sweeping the quads to the shell space, the interior vertex are regular (i.e., with valence 6) if the corresponding
Figure 4.4: Tracing integral curves. Each integral curve follows the gradient vector field of the harmonic function. Thus, it is orthogonal to the iso-surface of the harmonic function (including the two boundary surfaces). We show that each integral curve has unique ending points and all integral curves do not intersect.

vertex on the boundary mesh is regular. We should also mention that the shelled polycube domain does not need to have the same thickness as the 3D shell object, as long as the two boundary surfaces of the polycube are similar.

As we show in the Appendix, the proposed shell parameterization algorithm is guaranteed to be a homeomorphism. Thus, the constructed hexahedral mesh is free of degeneracy, such as self-intersection and flip over. Figure 4.5 shows the layered hexahedral mesh of the Skull model.
4.4 Experimental Results

We tested our algorithm to 3D models of various topology. In our experiments, the user-specified offset distance (i.e., thickness) can be either positive or negative. The user also specifies the number of layers in the constructed hexahedral meshes. As mentioned before, each layer has exactly the same tessellation. Figure 4.8 and 4.9 show the layered hexahedral meshes. Cutaway views are used to show the high quality of the hexahedral inside the models. Table 4.1 shows the experimental results.

To measure the quality of the hexahedral mesh, we choose scaled Jacobian metric
[20] in our paper. Given a hexahedron, let $x_0 \in \mathbb{R}^3$ be a vertex and $x_i \in \mathbb{R}^3$, $i = 1, 2, 3$ its three neighbors. Edge vectors are defined as $e_i = x_i - x_0$, and the Jacobian matrix is $J = [e_1, e_2, e_3]$. The determinant of the Jacobian matrix $|\det(J)|$ measures the volume of the parallelepiped spanned by $e_1$, $e_2$ and $e_3$. The edge lengths are normalized so that the more closer of scaled Jacobian to one, the better aspect ratio of the hexahedron, and the less volume distortion of the parameterization. We compute the average of the scaled Jacobian for the constructed hexahedral meshes. As shown in Table 4.1, Table 4.2 and Figure 4.5, 4.8, 4.9, the constructed meshes are visually pleasing and with high quality.

### Table 4.1: Meshing results

| Model      | Genus | Tetrahedral mesh $(|V|, |T|)$ | # Layers | # of hexahedra in each layer | Thickness | para time #Secs | tracing time #Secs |
|------------|-------|------------------------------|----------|-------------------------------|-----------|-----------------|-------------------|
| Bunny      | 0     | (180K, 839K)                | 3        | 7232                          | -0.02     | 18.17           | 6.75              |
| Skull      | 0     | (190K, 981K)                | 3        | 4804                          | -0.04     | 29.58           | 8.98              |
| Moai       | 0     | (180K, 974K)                | 5        | 2688                          | -0.08     | 33.72           | 10.09             |
| Eight      | 2     | (180K, 921K)                | 3        | 12800                         | -0.02     | 26.23           | 23.89             |
| Squirrel   | 0     | (180K, 839K)                | 5        | 8384                          | +0.02     | 19.88           | 13.04             |
| Decocube   | 4     | (180K, 850K)                | 4        | 7936                          | +0.03     | 21.97           | 14.81             |
| Rockerarm  | 1     | (200K, 943K)                | 3        | 4672                          | +0.02     | 20.28           | 4.36              |
| Isidore horse | 0 | (200K, 956K)                | 2        | 4736                          | -0.01     | 22.31           | 2.47              |
| Duck       | 0     | (100K, 542K)                | 10       | 11520                         | NA        | 19.67           | 23.20             |

### Table 4.2: Meshing quality results

<table>
<thead>
<tr>
<th>Model</th>
<th>scaled Jacobian (best,aver.,worst)</th>
<th>Oddy Metric (best,aver.,worst)</th>
<th>Condition Number (best,aver.,worst)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bunny</td>
<td>(1.00,0.94,0.06)</td>
<td>(7.27,8.57,52.07,8)</td>
<td>(2.73,3.14,15.15,15)</td>
</tr>
<tr>
<td>Skull</td>
<td>(1.00,0.94,0.58)</td>
<td>(2.97,5.28,29.65,9)</td>
<td>(1.75,1.99,2.92,2)</td>
</tr>
<tr>
<td>Moai</td>
<td>(1.00,0.92,0.16)</td>
<td>(0.01,2.18,30.78,2)</td>
<td>(1.00,1.22,10.21,2)</td>
</tr>
<tr>
<td>Eight</td>
<td>(1.00,0.94,0.26)</td>
<td>(0.14,2.85,79.36,2)</td>
<td>(1.02,1.48,3.89,2)</td>
</tr>
<tr>
<td>Squirrel</td>
<td>(1.00,0.97,0.32)</td>
<td>(0.24,2.99,62.99,2)</td>
<td>(1.04,1.62,6.87,2)</td>
</tr>
<tr>
<td>Decocube</td>
<td>(1.00,0.96,0.70)</td>
<td>(0.41,1.74,13.04,2)</td>
<td>(1.07,1.36,3.31,2)</td>
</tr>
<tr>
<td>Rockerarm</td>
<td>(1.00,0.92,0.25)</td>
<td>(0.14,2.95,45.77,2)</td>
<td>(1.02,1.41,4.34,2)</td>
</tr>
<tr>
<td>Isidore horse</td>
<td>(1.00,0.94,0.05)</td>
<td>(3.38,4.58,280.15,2)</td>
<td>(1.89,2.12,15.74,2)</td>
</tr>
<tr>
<td>Duck</td>
<td>(1.00,0.98,0.85)</td>
<td>(0.02,0.97,46.55,2)</td>
<td>(1.00,1.09,2.72,2)</td>
</tr>
</tbody>
</table>

**Remark** In this chapter, we parameterize the shell space to a polycube domain with a goal to construct a hexahedral mesh. In fact, the proposed shell space parameterization
works for arbitrary parametric domain as long as it has the same topology as the input model. Furthermore, the inner boundary surface $M_1$ and $P_1$ could be arbitrary closed surface rather than the offset surface. The only requirement is that $M_1$ and $P_1$ are of the same topological type as $M_0$ and $P_0$. In Figure 4.6 (a), we conduct an experiment by embedding the Duck model into a sphere. Thus, $M_0$ and $M_1$ are geometrically different but topologically equivalent. We construct the shelled ball as the parametric domain and tessellate the sphere using truncated icosahedron (i.e., the soccer ball tessellation with 12 pentagons and 20 hexagons). We then increase the resolution of the sphere by Catmull-Clark subdivision and sweep the quads inwards the ball. Figure 4.6 (e)-(f) shows the layered hexahedral mesh of the embedded Duck model.

![Fig 4.6](image)

**Figure 4.6:** Layered hexahedral meshing of the Duck model embedded in a sphere. Note the outer and inner boundaries are significantly different (see (a)). (b) shows the isotropic tetrahedral mesh of the shell space. We parameterize this shell object to a ball by volumetric harmonic map (see (c) and (d)). The outer boundary is tessellated into truncated icosahedron and the shell space is segmented into 10 layers (see (e)). (f), (g) and (h) show the 3rd, 6th and 10th layers respectively.
4.5 Summary

In this chapter, we developed an algorithm to parameterize the shell space. The parameterization is theoretically sound and guarantees a bijection. By parameterizing the given shell object to a shelled polycube domain, we can construct layered all-hexahedral meshes with high quality. All vertices (except the vertices on the integral curves passing polycube corners) are regular, i.e., with valence 6 for interior vertices, and valence 5 for boundary vertices. Furthermore, each layer in the constructed mesh has exactly the same tessellation. Due to the bijectivity of the proposed volume parameterization, the hexahedral mesh is free of degeneracy, such as self-intersection, flip-over, etc. We demonstrated that our method can be applied to 3D models of various topology.
Figure 4.7: Hex shell meshing results of Moai model.
Figure 4.8: Experimental results on genus-0 models
Figure 4.9: Experimental results on high genus models
Chapter 5
Contribution and Future Work

5.1 Contribution

In this thesis, we had developed two high quality mesh generation methods for volumetric data processing. Both methods could generate high quality meshes to fulfill the requirements of volume data processing. The first one was an isotropic tetrahedral mesh generation method. The accomplished mesh generation method was designed for star-shaped volumes specially. Moreover, we developed an anisotropic texture transfer application based on our proposed mesh generation method and a volume parameterization method. The second method was about hexahedral mesh generation in solid shell structures. We applied our proposed method to shell structures that have different genus and topologies. The experiment results showed that our mesh generation method was correct and robustness.

The contribution of this thesis can be summarized into two parts. In the first part, we develop an application for star shaped volume parameterization method. This application allows smooth transfer of anisotropic solid textures between two star-shaped volumes. At the same time, a quality tetrahedral mesh generation method which combines the advancing front method and optimization method is developed. Moreover, due to the advantages of volume parameterization method, our method can avoid the repeat texture synthesize works. In the second part, we proposed a layered all-hex meshing method by
using the volumetric harmonic mapping and polycube map technique. Our method was proved to be able to generate layered all-hex meshes. The experiment results demonstrate that our proposed method can generate high quality hex meshes. Moreover, our method is suitable for arbitrary topology. The math proof of homeomorphism of shell space mapping is also provided.

5.2 Future Work

Our proposed methods and algorithms have several limitations. Some future works can be discussed as follows.

For the anisotropic solid texture transfer part, the current framework only applies to star-shaped volumes. However, most real-world shapes are not star-shaped. One possible solution to parameterize volumes of arbitrary topology and geometry is to segment the shape into a set of disjoint star shapes, then parameterize each shape individually, and finally glue patches together with a certain order of continuity. As a future direction, we will develop automatic techniques to facilitate the segmentation and gluing procedures.

For the hex meshing of shell structure part, the following limitations should be considered. First, we choose the polycube as the parametric domain due to its regular structure that one can easily construct an all-hexahedral mesh. On one hand, the polycube should mimic the geometry of the shell object as close as possible to minimize the parameterization distortion. On the other hand, since each polycube corner is a singularity of the boundary surface parameterization, we should keep the polycube as simple as possible. These two requirements often contradict to each other, thus, it requires the users to be very skillful in designing the parametric domain. Second, polycube is not a good parametric domain for models with highly complex geometry and/or topology, such as trees. Thus, our method works only for limited range of models. Third, we use finite element method to solve the Laplace equation in the shell space and then trace the integral curves
of the gradient vector field. The robustness of tracing integral curves highly depends on the quality of the tetrahedral mesh. In our experiments, we observed that the isotropic meshes lead to good results. However, the isotropic tetrahedral meshes usually contain large number of vertices, which increases the computational cost. To address these problems, there are several interesting works in the future. Firstly, it is worthy to study the general rule of creating polycube mesh which is suitable to build a shell space in polycube domain. Different types of corners on polycube surface should be examined. Secondly, the robustness of integral curve tracing algorithm could be improved by testing with more tetrahedral models. In the end, we can apply our shell parameterization method to the applications of shell maps.
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